### Appendix for Final Draft for the Project.

### R codes

file <- "C:/Users/Administrator/Desktop/diabetes2.csv"  
data <- read.csv(file)  
data$diabetes <- ifelse(data$glyhb > 7, 1, 0)  
  
# bivariate analysis for glyhb  
# use `pairwise.complete.obs` to remove NAs  
  
#boxplots  
boxplot(glyhb ~ location, data = data)
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boxplot(glyhb ~ gender, data = data)
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subdata <- data[which(data$frame !=""),]  
subdata$frame <- factor(subdata$frame, levels =c("large","medium","small"))  
boxplot(glyhb ~ frame, data = subdata)
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res <- tapply(data[ ,"glyhb"], data[ ,"location"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## Buckingham 5.676684 2.224481  
## Louisa 5.507200 2.262143

Buckingham <- data[ ,"glyhb"][which(data[ ,"location"] == "Buckingham")]  
Louisa <- data[ ,"glyhb"][which(data[ ,"location"] == "Louisa")]  
var.test(Buckingham, Louisa)

##   
## F test to compare two variances  
##   
## data: Buckingham and Louisa  
## F = 0.967, num df = 189, denom df = 199, p-value = 0.8164  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.7294856 1.2831270  
## sample estimates:  
## ratio of variances   
## 0.9669794

t.test(Buckingham, Louisa, var.equal = TRUE, alternative = "two.sided", conf.level = 0.95)

##   
## Two Sample t-test  
##   
## data: Buckingham and Louisa  
## t = 0.7456, df = 388, p-value = 0.4564  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -0.2774507 0.6164191  
## sample estimates:  
## mean of x mean of y   
## 5.676684 5.507200

res <- tapply(data[ ,"glyhb"], data[ ,"gender"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## female 5.494342 2.133675  
## male 5.724074 2.387779

female <- data[ ,"glyhb"][which(data[ ,"gender"] == "female")]  
male<- data[ ,"glyhb"][which(data[ ,"gender"] == "male")]  
var.test(female, male)

##   
## F test to compare two variances  
##   
## data: female and male  
## F = 0.7985, num df = 227, denom df = 161, p-value = 0.119  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.5974696 1.0596196  
## sample estimates:  
## ratio of variances   
## 0.7984873

t.test(female, male, var.equal = TRUE, alternative = "two.sided", conf.level = 0.95)

##   
## Two Sample t-test  
##   
## data: female and male  
## t = -0.9969, df = 388, p-value = 0.3194  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -0.6828033 0.2233393  
## sample estimates:  
## mean of x mean of y   
## 5.494342 5.724074

res <- tapply(data[ ,"glyhb"], data[ ,"frame"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
#romove NAs  
df[-1, ]

## mean sd  
## large 6.105657 2.245535  
## medium 5.640281 2.438113  
## small 5.040882 1.802382

subdata <- data[data$frame != "", ]  
anova(lm(glyhb ~ frame, data = subdata))

## Analysis of Variance Table  
##   
## Response: glyhb  
## Df Sum Sq Mean Sq F value Pr(>F)   
## frame 2 57.49 28.7442 5.7659 0.003416 \*\*  
## Residuals 376 1874.42 4.9852   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

#scatter plots   
par(mfrow = c(3,4))  
vars <- c("chol","stab.glu","hdl","ratio","age","height","weight","bp.1s","bp.1d","waist", "hip","time.ppn")  
for(i in vars)  
 plot(data[ ,i], data[ ,"glyhb"], xlab = i, ylab = "glyhb")
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cor.chol <- cor(data[ ,"chol"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.chol <- round(cor.chol, 3)  
cor.chol

## [1] 0.247

cor.test(data[ ,"chol"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "chol"] and data[, "glyhb"]  
## t = 5.0166, df = 387, p-value = 8.032e-07  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.1513882 0.3382189  
## sample estimates:  
## cor   
## 0.2470987

cor.stab.glu <- cor(data[ ,"stab.glu"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.stab.glu <- round(cor.stab.glu, 3)  
cor.stab.glu

## [1] 0.749

cor.test(data[ ,"stab.glu"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "stab.glu"] and data[, "glyhb"]  
## t = 22.2832, df = 388, p-value < 2.2e-16  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.7021757 0.7897777  
## sample estimates:  
## cor   
## 0.7492355

cor.hdl <- cor(data[ ,"hdl"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.hdl <- round(cor.hdl, 3)  
cor.hdl

## [1] -0.149

cor.test(data[ ,"hdl"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "hdl"] and data[, "glyhb"]  
## t = -2.9672, df = 387, p-value = 0.003192  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.2449421 -0.0504630  
## sample estimates:  
## cor   
## -0.1491446

cor.ratio <- cor(data[ ,"ratio"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.ratio <- round(cor.ratio, 3)  
cor.ratio

## [1] 0.329

cor.test(data[ ,"ratio"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "ratio"] and data[, "glyhb"]  
## t = 6.8459, df = 387, p-value = 2.992e-11  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.2369789 0.4145475  
## sample estimates:  
## cor   
## 0.3286646

cor.age <- cor(data[ ,"age"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.age <- round(cor.age, 3)  
cor.age

## [1] 0.339

cor.test(data[ ,"age"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "age"] and data[, "glyhb"]  
## t = 7.0961, df = 388, p-value = 6.138e-12  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.2479728 0.4239623  
## sample estimates:  
## cor   
## 0.3389292

cor.height <- cor(data[ ,"height"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.height <- round(cor.height, 3)  
cor.height

## [1] 0.063

cor.test(data[ ,"height"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "height"] and data[, "glyhb"]  
## t = 1.2358, df = 383, p-value = 0.2173  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.03715689 0.16194843  
## sample estimates:  
## cor   
## 0.06302284

cor.weight <- cor(data[ ,"weight"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.weight <- round(cor.weight, 3)  
cor.weight

## [1] 0.172

cor.test(data[ ,"weight"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "weight"] and data[, "glyhb"]  
## t = 3.4324, df = 387, p-value = 0.0006628  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.07371196 0.26675317  
## sample estimates:  
## cor   
## 0.1718821

cor.bp.1s <- cor(data[ ,"bp.1s"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.bp.1s <- round(cor.bp.1s, 3)  
cor.bp.1s

## [1] 0.198

cor.test(data[ ,"bp.1s"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "bp.1s"] and data[, "glyhb"]  
## t = 3.9519, df = 383, p-value = 9.233e-05  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.09996788 0.29210297  
## sample estimates:  
## cor   
## 0.1979359

cor.bp.1d <- cor(data[ ,"bp.1d"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.bp.1d <- round(cor.bp.1d, 3)  
cor.bp.1d

## [1] 0.032

cor.test(data[ ,"bp.1d"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "bp.1d"] and data[, "glyhb"]  
## t = 0.6339, df = 383, p-value = 0.5265  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.06779048 0.13189346  
## sample estimates:  
## cor   
## 0.03237455

cor.waist <- cor(data[ ,"waist"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.waist <- round(cor.waist, 3)  
cor.waist

## [1] 0.226

cor.test(data[ ,"waist"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "waist"] and data[, "glyhb"]  
## t = 4.562, df = 386, p-value = 6.815e-06  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.1295430 0.3185685  
## sample estimates:  
## cor   
## 0.226184

cor.hip <- cor(data[ ,"hip"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.hip <- round(cor.hip, 3)  
cor.hip

## [1] 0.141

cor.test(data[ ,"hip"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "hip"] and data[, "glyhb"]  
## t = 2.8063, df = 386, p-value = 0.005266  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## 0.04244043 0.23761415  
## sample estimates:  
## cor   
## 0.1414011

cor.time.ppn <- cor(data[ ,"time.ppn"], data[ ,"glyhb"], use = "pairwise.complete.obs")  
cor.time.ppn <- round(cor.time.ppn , 3)  
cor.time.ppn

## [1] 0.033

cor.test(data[ ,"time.ppn"], data[ ,"glyhb"])

##   
## Pearson's product-moment correlation  
##   
## data: data[, "time.ppn"] and data[, "glyhb"]  
## t = 0.6385, df = 385, p-value = 0.5235  
## alternative hypothesis: true correlation is not equal to 0  
## 95 percent confidence interval:  
## -0.06738282 0.13178200  
## sample estimates:  
## cor   
## 0.03252244

# bivariate analysis for diabetes  
# use `pairwise.complete.obs` to remove NAs  
  
tab1 <- table(data[ ,"location"], data[ ,"diabetes"])  
tab1

##   
## 0 1  
## Buckingham 159 31  
## Louisa 171 29

chisq.test(tab1)

##   
## Pearson's Chi-squared test with Yates' continuity correction  
##   
## data: tab1  
## X-squared = 0.127, df = 1, p-value = 0.7216

tab2 <- table(data[ ,"gender"], data[ ,"diabetes"])  
tab2

##   
## 0 1  
## female 194 34  
## male 136 26

chisq.test(tab2)

##   
## Pearson's Chi-squared test with Yates' continuity correction  
##   
## data: tab2  
## X-squared = 0.027, df = 1, p-value = 0.8695

#remove NAs  
tab3 <- table(data[ ,"frame"], data[ ,"diabetes"])[-1, ]  
tab3

##   
## 0 1  
## large 76 23  
## medium 152 26  
## small 93 9

chisq.test(tab3)

##   
## Pearson's Chi-squared test  
##   
## data: tab3  
## X-squared = 8.1728, df = 2, p-value = 0.0168

#barplots  
par(mfrow = c(1,3))  
barplot(tab1)  
barplot(tab2)  
barplot(tab3)
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#boxplots  
par(mfrow = c(3,4))  
vars <- c("chol","stab.glu","hdl","ratio","age","height","weight","bp.1s","bp.1d","waist","hip","time.ppn")  
for(i in vars)  
 plot(factor(data[ ,"diabetes"]), data[ ,i], ylab = i, xlab = "diabette")

![](data:image/png;base64,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)

res <- tapply(data[ ,"chol"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 203.386 41.13504  
## 1 228.600 56.52514

var.test(chol ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: chol by diabetes  
## F = 0.5296, num df = 328, denom df = 59, p-value = 0.000555  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.3471553 0.7649288  
## sample estimates:  
## ratio of variances   
## 0.5295909

t.test(chol ~ diabetes, data = data, var.equal = FALSE, alternative = "two.sided")

##   
## Welch Two Sample t-test  
##   
## data: chol by diabetes  
## t = -3.2996, df = 70.828, p-value = 0.001518  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -40.451620 -9.976344  
## sample estimates:  
## mean in group 0 mean in group 1   
## 203.386 228.600

res <- tapply(data[ ,"stab.glu"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 91.55152 26.86585  
## 1 194.16667 77.43826

var.test(stab.glu ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: stab.glu by diabetes  
## F = 0.1204, num df = 329, denom df = 59, p-value < 2.2e-16  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.07890509 0.17382934  
## sample estimates:  
## ratio of variances   
## 0.1203622

t.test(stab.glu ~ diabetes, data = data, var.equal = FALSE, alternative = "two.sided")

##   
## Welch Two Sample t-test  
##   
## data: stab.glu by diabetes  
## t = -10.1538, df = 61.605, p-value = 8.863e-15  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -122.8194 -82.4109  
## sample estimates:  
## mean in group 0 mean in group 1   
## 91.55152 194.16667

res <- tapply(data[ ,"hdl"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 51.17629 17.25188  
## 1 45.28333 16.85340

var.test(hdl ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: hdl by diabetes  
## F = 1.0478, num df = 328, denom df = 59, p-value = 0.8527  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.6868805 1.5134860  
## sample estimates:  
## ratio of variances   
## 1.047847

t.test(hdl ~ diabetes, data = data, var.equal = FALSE, alternative = "two.sided")

##   
## Welch Two Sample t-test  
##   
## data: hdl by diabetes  
## t = 2.4817, df = 83.158, p-value = 0.01509  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## 1.170163 10.615754  
## sample estimates:  
## mean in group 0 mean in group 1   
## 51.17629 45.28333

res <- tapply(data[ ,"ratio"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 4.324316 1.435488  
## 1 5.635000 2.634827

var.test(ratio ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: ratio by diabetes  
## F = 0.2968, num df = 328, denom df = 59, p-value = 3.985e-12  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.1945711 0.4287218  
## sample estimates:  
## ratio of variances   
## 0.2968213

t.test(ratio ~ diabetes, data = data, var.equal = FALSE, alternative = "two.sided")

##   
## Welch Two Sample t-test  
##   
## data: ratio by diabetes  
## t = -3.753, df = 65.526, p-value = 0.000373  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -2.0080581 -0.6133097  
## sample estimates:  
## mean in group 0 mean in group 1   
## 4.324316 5.635000

res <- tapply(data[ ,"age"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 44.66061 16.10584  
## 1 58.40000 13.12160

var.test(age ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: age by diabetes  
## F = 1.5066, num df = 329, denom df = 59, p-value = 0.05693  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.9876624 2.1758382  
## sample estimates:  
## ratio of variances   
## 1.506585

t.test(age ~ diabetes, data = data, var.equal = TRUE, alternative = "two.sided")

##   
## Two Sample t-test  
##   
## data: age by diabetes  
## t = -6.24, df = 388, p-value = 1.147e-09  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -18.068431 -9.410357  
## sample estimates:  
## mean in group 0 mean in group 1   
## 44.66061 58.40000

res <- tapply(data[ ,"height"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 65.95092 3.943140  
## 1 66.16949 3.855818

var.test(height ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: height by diabetes  
## F = 1.0458, num df = 325, denom df = 58, p-value = 0.8621  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.6829914 1.5145957  
## sample estimates:  
## ratio of variances   
## 1.045807

t.test(height ~ diabetes, data = data, var.equal = TRUE, alternative = "two.sided")

##   
## Two Sample t-test  
##   
## data: height by diabetes  
## t = -0.3931, df = 383, p-value = 0.6945  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -1.3118107 0.8746681  
## sample estimates:  
## mean in group 0 mean in group 1   
## 65.95092 66.16949

res <- tapply(data[ ,"weight"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 174.6030 39.84213  
## 1 192.7119 40.67917

var.test(weight ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: weight by diabetes  
## F = 0.9593, num df = 329, denom df = 58, p-value = 0.7994  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.6266595 1.3886597  
## sample estimates:  
## ratio of variances   
## 0.95927

t.test(weight ~ diabetes, data = data, var.equal = TRUE, alternative = "two.sided")

##   
## Two Sample t-test  
##   
## data: weight by diabetes  
## t = -3.2054, df = 387, p-value = 0.001461  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -29.216433 -7.001235  
## sample estimates:  
## mean in group 0 mean in group 1   
## 174.6030 192.7119

res <- tapply(data[ ,"bp.1s"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 135.1877 22.92578  
## 1 147.7667 20.49586

var.test(bp.1s ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: bp.1s by diabetes  
## F = 1.2512, num df = 324, denom df = 59, p-value = 0.2972  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.8199177 1.8079606  
## sample estimates:  
## ratio of variances   
## 1.251169

t.test(bp.1s ~ diabetes, data = data, var.equal = TRUE, alternative = "two.sided")

##   
## Two Sample t-test  
##   
## data: bp.1s by diabetes  
## t = -3.9667, df = 383, p-value = 8.699e-05  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -18.814005 -6.343944  
## sample estimates:  
## mean in group 0 mean in group 1   
## 135.1877 147.7667

res <- tapply(data[ ,"bp.1d"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 82.99692 13.70174  
## 1 84.85000 12.91409

var.test(bp.1d ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: bp.1d by diabetes  
## F = 1.1257, num df = 324, denom df = 59, p-value = 0.5918  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.7376972 1.6266601  
## sample estimates:  
## ratio of variances   
## 1.125703

t.test(bp.1d ~ diabetes, data = data, var.equal = TRUE, alternative = "two.sided")

##   
## Two Sample t-test  
##   
## data: bp.1d by diabetes  
## t = -0.9709, df = 383, p-value = 0.3322  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -5.605775 1.899621  
## sample estimates:  
## mean in group 0 mean in group 1   
## 82.99692 84.85000

res <- tapply(data[ ,"waist"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 37.35061 5.604356  
## 1 40.88333 5.746308

var.test(waist ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: waist by diabetes  
## F = 0.9512, num df = 327, denom df = 59, p-value = 0.7661  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.6234835 1.3740478  
## sample estimates:  
## ratio of variances   
## 0.9512039

t.test(waist ~ diabetes, data = data, var.equal = TRUE, alternative = "two.sided")

##   
## Two Sample t-test  
##   
## data: waist by diabetes  
## t = -4.4718, df = 386, p-value = 1.021e-05  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -5.085958 -1.979489  
## sample estimates:  
## mean in group 0 mean in group 1   
## 37.35061 40.88333

res <- tapply(data[ ,"hip"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 42.69207 5.621578  
## 1 44.90000 5.476297

var.test(hip ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: hip by diabetes  
## F = 1.0538, num df = 327, denom df = 59, p-value = 0.831  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.6907069 1.5221963  
## sample estimates:  
## ratio of variances   
## 1.053762

t.test(hip ~ diabetes, data = data, var.equal = TRUE, alternative = "two.sided")

##   
## Two Sample t-test  
##   
## data: hip by diabetes  
## t = -2.8082, df = 386, p-value = 0.005235  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -3.7537987 -0.6620549  
## sample estimates:  
## mean in group 0 mean in group 1   
## 42.69207 44.90000

res <- tapply(data[ ,"time.ppn"], data[ ,"diabetes"], function(x) {  
 c(mean(x, na.rm = T),sd(x, na.rm = T))   
 })  
df <- do.call('rbind',res)  
colnames(df) <- c("mean","sd")  
df

## mean sd  
## 0 330.1835 302.6452  
## 1 368.5000 341.9464

var.test(time.ppn ~ diabetes, data = data)

##   
## F test to compare two variances  
##   
## data: time.ppn by diabetes  
## F = 0.7833, num df = 326, denom df = 59, p-value = 0.194  
## alternative hypothesis: true ratio of variances is not equal to 1  
## 95 percent confidence interval:  
## 0.5134175 1.1316906  
## sample estimates:  
## ratio of variances   
## 0.7833421

t.test(time.ppn ~ diabetes, data = data, var.equal = TRUE, alternative = "two.sided")

##   
## Two Sample t-test  
##   
## data: time.ppn by diabetes  
## t = -0.8829, df = 385, p-value = 0.3778  
## alternative hypothesis: true difference in means is not equal to 0  
## 95 percent confidence interval:  
## -123.64017 47.00714  
## sample estimates:  
## mean in group 0 mean in group 1   
## 330.1835 368.5000

#linear regression  
  
#romove unnecessary variables and NAs  
subdata <- data[ ,-c(1,18)]  
subdata <- subdata[complete.cases(subdata), ]  
lm.fit.full <- lm(glyhb ~ ., data = subdata)  
  
lm.fit.red <- lm(glyhb ~ . - height - bp.1d - time.ppn - location - gender, data = subdata)  
  
anova(lm.fit.red, lm.fit.full)

## Analysis of Variance Table  
##   
## Model 1: glyhb ~ (chol + stab.glu + hdl + ratio + location + age + gender +   
## height + weight + frame + bp.1s + bp.1d + waist + hip + time.ppn) -   
## height - bp.1d - time.ppn - location - gender  
## Model 2: glyhb ~ chol + stab.glu + hdl + ratio + location + age + gender +   
## height + weight + frame + bp.1s + bp.1d + waist + hip + time.ppn  
## Res.Df RSS Df Sum of Sq F Pr(>F)  
## 1 362 746.07   
## 2 357 727.25 5 18.814 1.8471 0.103

summary(lm.fit.red)

##   
## Call:  
## lm(formula = glyhb ~ . - height - bp.1d - time.ppn - location -   
## gender, data = subdata)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -7.9010 -0.7122 -0.1245 0.5084 9.5536   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -1.002147 1.108577 -0.904 0.3666   
## chol 0.003216 0.003232 0.995 0.3203   
## stab.glu 0.027409 0.001505 18.208 <2e-16 \*\*\*  
## hdl 0.002282 0.010024 0.228 0.8201   
## ratio 0.132205 0.111430 1.186 0.2362   
## age 0.012448 0.005726 2.174 0.0304 \*   
## weight -0.003156 0.004203 -0.751 0.4531   
## framelarge 0.483445 0.512941 0.942 0.3466   
## framemedium 0.706728 0.498550 1.418 0.1572   
## framesmall 0.612486 0.512477 1.195 0.2328   
## bp.1s 0.001331 0.003676 0.362 0.7174   
## waist 0.035703 0.030172 1.183 0.2375   
## hip 0.002436 0.027178 0.090 0.9286   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1.436 on 362 degrees of freedom  
## Multiple R-squared: 0.5941, Adjusted R-squared: 0.5806   
## F-statistic: 44.15 on 12 and 362 DF, p-value: < 2.2e-16

par(mfrow = c(1,2))  
plot(lm.fit.red, which = c(1,2))
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lm.fit.red.log <- lm(log(glyhb) ~ . - height - bp.1d - time.ppn - location - gender, data = subdata)  
  
par(mfrow = c(1,2))  
plot(lm.fit.red.log, which = c(1,2))
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summary(lm.fit.red.log)

##   
## Call:  
## lm(formula = log(glyhb) ~ . - height - bp.1d - time.ppn - location -   
## gender, data = subdata)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.02954 -0.11588 -0.01587 0.10707 1.05572   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.6567400 0.1600369 4.104 5.03e-05 \*\*\*  
## chol 0.0003777 0.0004666 0.809 0.41882   
## stab.glu 0.0035354 0.0002173 16.269 < 2e-16 \*\*\*  
## hdl 0.0002537 0.0014472 0.175 0.86093   
## ratio 0.0190061 0.0160864 1.182 0.23818   
## age 0.0026961 0.0008267 3.261 0.00121 \*\*   
## weight -0.0004584 0.0006067 -0.756 0.45040   
## framelarge 0.0732339 0.0740494 0.989 0.32333   
## framemedium 0.0930937 0.0719719 1.293 0.19667   
## framesmall 0.0767085 0.0739824 1.037 0.30050   
## bp.1s 0.0002568 0.0005307 0.484 0.62876   
## waist 0.0068159 0.0043557 1.565 0.11850   
## hip 0.0007446 0.0039234 0.190 0.84958   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.2072 on 362 degrees of freedom  
## Multiple R-squared: 0.5729, Adjusted R-squared: 0.5587   
## F-statistic: 40.46 on 12 and 362 DF, p-value: < 2.2e-16

#logistic regression  
  
#romove unnecessary variables and NAs  
subdata2 <- data[ ,-c(1,6)]  
subdata2 <- subdata2[complete.cases(subdata2), ]  
  
glm.fit.red <- glm(diabetes~ . - height - bp.1d - time.ppn - location - gender, data = subdata2, family = binomial(link = "logit"))  
  
summary(glm.fit.red)

##   
## Call:  
## glm(formula = diabetes ~ . - height - bp.1d - time.ppn - location -   
## gender, family = binomial(link = "logit"), data = subdata2)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -3.7022 -0.3524 -0.2188 -0.1278 3.1848   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -12.401456 3.182345 -3.897 9.74e-05 \*\*\*  
## chol 0.012521 0.008325 1.504 0.1326   
## stab.glu 0.034459 0.005218 6.604 3.99e-11 \*\*\*  
## hdl -0.026463 0.027162 -0.974 0.3299   
## ratio -0.154444 0.264802 -0.583 0.5597   
## age 0.031154 0.016961 1.837 0.0662 .   
## weight -0.003069 0.011925 -0.257 0.7969   
## framelarge 0.186822 1.410883 0.132 0.8947   
## framemedium 0.521393 1.370695 0.380 0.7037   
## framesmall 0.651211 1.443999 0.451 0.6520   
## bp.1s 0.009747 0.008966 1.087 0.2770   
## waist 0.081689 0.079562 1.027 0.3045   
## hip -0.006461 0.069490 -0.093 0.9259   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 323.04 on 374 degrees of freedom  
## Residual deviance: 161.97 on 362 degrees of freedom  
## AIC: 187.97  
##   
## Number of Fisher Scoring iterations: 6

preds <- predict(glm.fit.red, type = "response")  
pred\_class <- ifelse(preds > 0.5, 1, 0)  
#confuse matrix  
tab <- table(pred\_class, subdata2[ ,"diabetes"])  
tab

##   
## pred\_class 0 1  
## 0 310 20  
## 1 7 38

accuracy <- sum(diag(tab))/sum(tab)  
accuracy

## [1] 0.928

Support Vector Machine (SVM)

#SVM Applies all variable（Eliminate id、frame、location、gender）

options(digits=3)#

head(data)

datas <- data[,-c(16,17,18,19)]#Eliminate Categorical variable

head(datas)

temp<-datas[,16]#diabetestemp

tempdata <- scale(datas,center=T,scale=T)

# Data centralization and standardization have the same meaning, in order to eliminate the impact of the dimension on the data structure. Two parameters in the #scale method: 1.center and scale default to true, ie T or TRUE

# 2.center is true for data centering, which refers to the data in the data set minus the mean of the data set.

# 3.scale is true to indicate data standardization, which means that the data after the centralization is divided by the standard deviation of the data set, that is, the data in the data set minus the mean of the data set divided by the standard deviation of the data set.

tempdata

tempdata[,16]<- temp

tempdata[,16]

Bc<-tempdata[,1:16]

Bc

set.seed(12345)

ind <- sample(2,nrow(Bc),replace = TRUE,prob = c(0.8,0.2))#

train.Bc <- Bc[ind==1,]

test.Bc <- Bc[ind==2,];

table(train.Bc[,16])

table(test.Bc[,16])

model.tune <- tune.svm(train.Bc[,1:15],train.Bc[,16],cost = 2^(-3:3),gamma = 2^(-4:4))

plot(model.tune,xlab=expression(gamma),ylab="reduction parameters C")#

# plot(model.tune)

model.tune#

bestsvm <- model.tune$best.model

summary(bestsvm)

n\_points\_in\_grid = 60 # num grid points in a line

x\_axis\_range <- range (datas[, 2]) # range of X axis

y\_axis\_range <- range (datas[, 1]) # range of Y axis

X\_grid\_points <- seq (from=x\_axis\_range[1], to=x\_axis\_range[2], length=n\_points\_in\_grid) # grid points along x-axis

Y\_grid\_points <- seq (from=y\_axis\_range[1], to=y\_axis\_range[2], length=n\_points\_in\_grid) # grid points along y-axis

all\_grid\_points <- expand.grid (X\_grid\_points, Y\_grid\_points) # generate all grid points

names (all\_grid\_points) <- c("Hwt", "Bwt") # rename

all\_points\_predited <- predict(svmfit, all\_grid\_points) # predict for all points in grid

color\_array <- c("red", "blue")[as.numeric(all\_points\_predited)] # colors for all points based on predictions

plot (all\_grid\_points, col=color\_array, pch=20, cex=0.25) # plot all grid points

points (x=trainingData$Hwt, y=trainingData$Bwt, col=c("red", "blue")[as.numeric(trainingData$response)], pch=19) # plot data points

points (trainingData[svmfit$index, c (2, 1)], pch=5, cex=2) # plot support vectors

svm<-svm(train.Bc[,1:15],train.Bc[,16],cost=4,gamma=0.0625,cross=10,probability=TRUE,type="C-classification",kernel="radial",scale=FALSE)#最初的

# svm<-svm(train.Bc[,1:15],train.Bc[,16])

summary(svm)

pre.model <- fitted(svm)#Check training dataset result

test.pred <- predict(svm,type="prob",newdata=test.Bc[,1:15],probability=TRUE,decision.values=TRUE)

table(True=train.Bc[,16],Prediction=pre.model)

table(True=test.Bc[,16],prediction=test.pred)

#ROCR

test.pred <- predict(svm,type="prob",newdata = test.Bc[,1:15],probability = T)

prob.rocr <- prediction(attr(test.pred,"probabilities")[,2],test.Bc[,16])

test.pref <- performance(prob.rocr,"tpr","fpr")

plot(test.pref,col=3)

# #Support Vector Machine SVM removes 5 independent variables

# head(data)

# datas <- data[,-c(7,9,13,16,17,18,19)]#

Remove five unrelated variables and id and frame categorical variables

# head(datas)

# temp<-datas[,13]#diabetes

# temp

# tempdata <- scale(datas)

# tempdata

# tempdata[,13]<- temp

# tempdata[,13]

# Bc<-tempdata[,1:13]

# Bc

# set.seed(2)

# ind <- sample(2,nrow(Bc),replace = TRUE,prob = c(0.8,0.2))

# train.Bc <- Bc[ind==1,]

# test.Bc <- Bc[ind==2,];

# table(train.Bc[,13])# Training set 262 non-disease, 55 sick# table(test.Bc[,13])

# # Grid Search Method

# model.tune <- tune.svm(train.Bc[,1:12],train.Bc[,13],cost = 2^(-3:3),gamma = 2^(-4:4))

# plot(model.tune)# Visual optimization process, if there are parameters located at the boundary of the given range, such as cost=2^4, then the range needs to be relaxed, continue to optimize

# model.tune

# # Find the optimal parameters to build the SVM model

# svm<-svm(train.Bc[,1:12],train.Bc[,13],cost=4,gamma=0.0625,cross=10,probability=TRUE,type="C-classification",kernel="radial",scale=FALSE)#Original

# summary(svm)

# pre.model <- fitted(svm)# View the classification effect of the training set

# test.pred <- predict(svm,type="prob",newdata=test.Bc[,1:12],probability=TRUE,decision.values=TRUE)

# table(True=test.Bc[,13],prediction=test.pred)

# #ROCR

# test.pred <- predict(svm,type="prob",newdata = test.Bc[,1:12],probability = T)

# prob.rocr <- prediction(attr(test.pred,"probabilities")[,2],test.Bc[,13])

# test.pref <- performance(prob.rocr,"tpr","fpr")

# plot(test.pref,col=3)

# # 6 correlated variable SVM

# head(data)

# datas <- data[,c(1,2,3,4,6,11,20)]#chol、stab.glu、hdl、age、ratio、waist、diabetes

# head(datas)

# temp<-datas[,7]#diabetes一行

# temp

# tempdata <- scale(datas)

# tempdata

# tempdata[,7]<- temp

# tempdata[,7]

# Bc<-tempdata[,1:7]

# Bc

# set.seed(2)

# ind <- sample(2,nrow(Bc),replace = TRUE,prob = c(0.8,0.2))#

# train.Bc <- Bc[ind==1,]

# test.Bc <- Bc[ind==2,];

# table(train.Bc[,7])

# table(test.Bc[,7])

# model.tune <- tune.svm(train.Bc[,1:6],train.Bc[,7],cost = 2^(-3:3),gamma = 2^(-4:4))

# plot(model.tune)

#Visualization optimization process, if there are parameters located at the boundary of the given range, such as cost=2^4, then the range needs to be relaxed, continue to optimize

# model.tune#Optimal parameters

## Find the optimal parameters to build the SVM model

# svm<-svm(train.Bc[,1:6],train.Bc[,7],cost=2,gamma=0.125,cross=10,probability=TRUE,type="C-classification",kernel="radial",scale=FALSE)#

# summary(svm)#

The result shows the accuracy of the 10-fold cross-validation

# pre.model <- fitted(svm)

# test.pred <- predict(svm,type="prob",newdata=test.Bc[,1:6],probability=TRUE,decision.values=TRUE)

# table(True=train.Bc[,7],Prediction=pre.model)

# table(True=test.Bc[,7],prediction=test.pred)

# #ROCR

# test.pred <- predict(svm,type="prob",newdata = test.Bc[,1:6],probability = T)

# prob.rocr <- prediction(attr(test.pred,"probabilities")[,2],test.Bc[,7])

# test.pref <- performance(prob.rocr,"tpr","fpr")

# plot(test.pref,col=3)

# D <- read.csv("Table.csv",header = T)#Read the date

# pre <- predict(svm,D)# Use the model just built to predict

# write.csv(pre,"Pre.csv")#store the result

# C-Support vector machine, the program is correct, but the prediction result is completely correct, can not be used

#Support vector machine uses all variables (remove id, frame, location, gender)

# head(data)

# datas <- data[,-c(16,17,18,19)]

# head(datas)

# datas

# temp<-datas[,16]#diabetes一行

# temp

# tempdata <- scale(datas)

# tempdata

# tempdata[,16]<- temp

# tempdata[,16]

# Bc<-tempdata[,1:16]

# Bc

# svm<-svm(Bc[,1:15],Bc[,16],type="C-classification")

# summary(svm)

# # View the effects of this hyperplane prediction

# pre.model <- fitted(svm)#

# table(True=Bc[,16],pre.model)

# model.tune <- tune.svm(Bc[,1:15],Bc[,16],cost = 10^(-1:4),gamma = 10^(-3:1))

# # plot(model.tune)

# model.tune

# # #

Find the optimal parameters and reconstruct the SVM model

# svm1<-svm(Bc[,1:15],Bc[,16],type="C-classification",cost=10,gamma=0.1,cross=10)

# summary(svm1)

# pre.svm1 <- fitted(svm1)

# table(True=Bc[,16],Prediction=pre.svm1)

# datas <- data[,c(1,2,4,6,14,20)]#chol、stab.glu、age、BMI、ratio、diabetes

# head(datas)

# temp<-datas[,6]#diabetes一行

# temp

# tempdata <- scale(datas)

# tempdata

# tempdata[,6]<- temp

# tempdata[,6]

# Bc<-tempdata[,1:6]

# set.seed(2)

# ind <- sample(2,nrow(Bc),replace = TRUE,prob = c(0.8,0.2))# Define sequence ind, 80% training set and 20% test set

# ind

# train.Bc <- Bc[ind==1,]

# test.Bc <- Bc[ind==2,];

# svm<-svm(train.Bc[,1:5],train.Bc[,6],type="C-classification",cost=10,kernel="radial",probability=TRUE,scale=FALSE)

# svm

# summary(svm)

# pred<-predict(svm,train.Bc[,1:5],decision.values=TRUE)

# pred

# train.Bc[,1:5]

# table(pred,train.Bc[,6])

# train.Bc

# pred<-predict(svm,test.Bc[,1:5],decision.values=TRUE)

# pred

# test.Bc[,1:5]

# table(pred,test.Bc[,6])